Enhanced Java OOP Practice Problems (Any 2) (3;4 done)

# Assignment Problem 1: 🏥 Hospital Management System with Patient Privacy

## Topics Covered: Access Modifiers, Encapsulation, Immutable Medical Records, JavaBean Standards

**Requirements:** Design a hospital management system that demonstrates strict data privacy through access control, immutable medical history, and professional healthcare data handling.

## Core Tasks:

1. Immutable MedicalRecord class:
   * final class with private final String recordId, patientDNA, String[] allergies, medicalHistory[]
   * private final LocalDate birthDate, String bloodType (Permanent medical facts)
   * Constructor with HIPAA compliance validation
   * Only getters with defensive copying, medical data cannot be modified after creation
   * public final boolean isAllergicTo(String substance) - cannot be overridden for safety
2. Patient class with privacy levels:
   * private final String patientId, MedicalRecord medicalRecord

(Protected health information)

* + private String currentName, emergencyContact, insuranceInfo

(Modifiable personal data)

* + private int roomNumber, String attendingPhysician (Current treatment info)
  + Package-private String getBasicInfo() for hospital staff access
  + public String getPublicInfo() - only non-sensitive data (name, room number)

1. Constructor chaining with privacy validation:
   * Emergency admission (minimal data, generates temporary ID)
   * Standard admission (full patient information)
   * Transfer admission (imports existing medical record)
   * All constructors validate privacy permissions and data integrity
2. Separate medical staff classes:
   * Doctor class with private final String licenseNumber, specialty, Set<String> certifications
   * Nurse class with private final String nurseId, String shift, List<String> qualifications
   * Administrator class with private final String adminId, List<String> accessPermissions
   * Each class has different access levels to patient data based on role
3. HospitalSystem class with access control:
   * private final Map<String, Object> patientRegistry (stores different patient types)
   * public boolean admitPatient(Object patient, Object staff) - use instanceof for role validation
   * private boolean validateStaffAccess(Object staff, Object patient)

- privacy protection

* + Package-private methods for internal hospital operations
  + Static final constants for hospital policies and privacy rules

1. JavaBean compliance:
   * All classes follow healthcare data standards
   * Immutable medical data with only getters
   * Validated setters for modifiable information
   * Audit trail methods in toString() implementations

# Assignment Problem 2: 🏪 E-Commerce Order Processing with Immutable Products

## Topics Covered: final Keyword, Immutable Objects, Access Modifiers, Constructor Overloading

**Requirements:** Create an e-commerce system where product information is immutable, order processing follows strict business rules, and customer data has controlled access.

## Core Tasks:

1. Immutable Product class:
   * final class with private final String productId, name, category, manufacturer
   * private final double basePrice, double weight, String[] features
   * private final Map<String, String> specifications - technical details
   * Factory methods: createElectronics(), createClothing(), createBooks()
   * Only getters with defensive copying for collections
   * public final double calculateTax(String region) - cannot be overridden for business consistency
2. Customer class with privacy tiers:
   * private final String customerId, String email (Permanent account info)
   * private String name, phoneNumber, String preferredLanguage

(Modifiable personal data)

* + private final String accountCreationDate (Immutable account history)
  + Package-private getCreditRating() for internal business operations
  + public getPublicProfile() - safe customer information for reviews/ratings

1. ShoppingCart class with access control:
   * private final String cartId, String customerId (Cart ownership)
   * private List<Object> items (stores different product types)
   * private double totalAmount, int itemCount (Calculated values)
   * public boolean addItem(Object product, int quantity) - use instanceof for product validation
   * private double calculateDiscount() - internal pricing logic
   * Package-private getCartSummary() for checkout process
2. Constructor chaining for different order types:
   * Guest checkout (minimal customer info)
   * Registered customer (full account access)
   * Premium member (special pricing and features)
   * Corporate account (bulk ordering with company validation)
3. Separate order processing classes:
   * Order class with private final String orderId, LocalDateTime orderTime
   * PaymentProcessor class with private final String processorId, securityKey
   * ShippingCalculator class with private final Map<String, Double> shippingRates
   * Each class handles specific business logic with appropriate access control
4. ECommerceSystem final class:
   * Cannot be extended, maintains business rule integrity
   * private static final Map<String, Object> productCatalog
   * public static boolean processOrder(Object order, Object customer)
   * Static methods for inventory management and order fulfillment

# Assignment Problem 3: 🎓 University Course Registration with Academic Records

## Topics Covered: Access Modifiers, Encapsulation, Immutable Academic History, Constructor Chaining

**Requirements:** Build a university system where academic records are permanent, course enrollment has prerequisites, and student information has appropriate access levels.

## Core Tasks:

1. Immutable AcademicRecord class:
   * final class with private final String studentId, String major, LocalDate enrollmentDate
   * private final Map<String, String> completedCourses - course grades (permanent)
   * private final double cumulativeGPA - calculated from completed courses
   * private final String[] academicHonors - awards and recognitions
   * Only getters, transcript data cannot be modified after recording
   * public final boolean meetsPrerequisites(String courseCode) - academic validation
2. Student class with educational privacy:
   * private final String studentId, AcademicRecord academicRecord

(Protected educational records)

* + private String currentName, email, String phoneNumber (Modifiable contact info)
  + private String currentAddress, emergencyContact (Personal information)
  + Package-private getAcademicStanding() for faculty access
  + public getContactInfo() - safe information for class communications

1. Course-related classes:
   * Course class with private final String courseCode, title, int creditHours, String[] prerequisites
   * Professor class with private final String facultyId, String department, List<String> qualifications
   * Classroom class with private final String roomNumber, int capacity, String[] equipment
   * Each maintains immutable core properties with controlled modification of schedules
2. Constructor chaining for different student types:
   * New freshman (creates fresh academic record)
   * Transfer student (imports existing credits)
   * Graduate student (includes undergraduate transcript)
   * International student (includes visa and language proficiency data)
3. RegistrationSystem class with access control:
   * private final Map<String, Object> enrolledStudents (different student types)
   * public boolean enrollStudent(Object student, Object course) - use instanceof for validation
   * private boolean validatePrerequisites(Object student, Object course)
   * Package-private methods for academic administration
   * Static final academic policies and enrollment rules
4. JavaBean compliance with academic standards:
   * Proper getter/setter naming for modifiable data
   * Immutable academic records with only getters
   * Standard toString() methods for transcripts and reports
   * equals() and hashCode() based on permanent student identifiers

import java.time.LocalDate;

import java.util.\*;

final class AcademicRecord {

private final String studentId;

private final String major;

private final LocalDate enrollmentDate;

private final Map<String, String> completedCourses;

private final double cumulativeGPA;

private final String[] academicHonors;

public AcademicRecord(String studentId, String major, LocalDate enrollmentDate, Map<String, String> completedCourses, double cumulativeGPA, String[] academicHonors) {

this.studentId = studentId;

this.major = major;

this.enrollmentDate = enrollmentDate;

this.completedCourses = new HashMap<>(completedCourses);

this.cumulativeGPA = cumulativeGPA;

this.academicHonors = academicHonors.clone();

}

public String getStudentId() { return studentId; }

public String getMajor() { return major; }

public LocalDate getEnrollmentDate() { return enrollmentDate; }

public Map<String, String> getCompletedCourses() {

return new HashMap<>(completedCourses);

}

public double getCumulativeGPA() { return cumulativeGPA; }

public String[] getAcademicHonors() {

return academicHonors.clone();

}

public final boolean meetsPrerequisites(String courseCode) {

return completedCourses.containsKey(courseCode);

}

public static void main(String[] args) {

Map<String, String> completedCourses = new HashMap<>();

completedCourses.put("CS101", "A");

completedCourses.put("MATH101", "B+");

AcademicRecord record = new AcademicRecord(

"S123",

"Computer Science",

LocalDate.of(2022, 8, 15),

completedCourses,

3.75,

new String[]{"Dean's List"}

);

System.out.println(record.getStudentId());

System.out.println(record.getMajor());

System.out.println(record.getCompletedCourses());

System.out.println(record.meetsPrerequisites("CS101")); // true

System.out.println(record.meetsPrerequisites("PHY101")); // false

}

}

![](data:image/png;base64,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)

# Assignment Problem 4: 🏦 Banking System with Account Security and Transaction History

## Topics Covered: Complete Integration, final Security Methods, Immutable Transaction Records, Access Control

**Requirements:** Design a comprehensive banking system demonstrating enterprise-level security, immutable financial records, and strict access control for sensitive financial data.

## Core Tasks:

1. Immutable Transaction class:
   * final class with private final String transactionId, LocalDateTime timestamp
   * private final double amount, String transactionType, String description
   * private final String fromAccount, toAccount (Account references)
   * private final Map<String, String> metadata - additional transaction details
   * Only getters with defensive copying
   * public final boolean isValid() - cannot be overridden for financial integrity
2. BankAccount class with financial security:
   * private final String accountNumber, String accountType, LocalDate openDate (Immutable account identity)
   * private double balance, String accountStatus (Controlled financial state)
   * private final String ownerId (Permanent account ownership)
   * private List<Object> transactionHistory (stores different transaction types)
   * Package-private getInternalBalance() for bank operations
   * public getPublicAccountInfo() - safe account details (masked account number, type)
3. Banking staff classes with role-based access:
   * BankTeller class with private final String tellerId, String branch, List<String> permissions
   * AccountManager class with private final String managerId, Set<String> clientAccounts
   * Auditor class with private final String auditorId, String[] accessRights
   * Each role has different access levels to account information and transaction capabilities
4. Constructor chaining for different account types:
   * Basic savings account (minimal features)
   * Checking account with overdraft protection
   * Premium account with investment options
   * Business account with multiple signatories and higher limits
5. BankingSystem final class with security:
   * Cannot be extended to prevent security breaches
   * private static final Map<String, Object> accountRegistry
   * public static boolean processTransaction(Object transaction, Object staff)
   * private static boolean validateStaffPermissions(Object staff, String operation)
   * Final methods for critical operations: authenticateUser(), validateTransaction()
6. Security and validation features:
   * SecurityValidator class with private final String[] securityRules
   * TransactionLimits immutable class with daily/monthly limits
   * Use instanceof for different transaction types (deposit, withdrawal, transfer)
   * Access control matrix determining which staff roles can perform which operations
7. JavaBean compliance with banking standards:
   * All financial data follows banking regulations
   * Immutable transaction records with comprehensive audit trails
   * Validated setters for account status changes
   * Secure toString() methods that don't expose sensitive information
8. Advanced security scenarios:
   * Fraud detection using transaction patterns
   * Account freezing capabilities with proper authorization
   * Multi-factor authentication for high-value transactions
   * Regulatory compliance reporting with appropriate data access controls

import java.time.LocalDateTime;

import java.util.\*;

final class Transaction {

private final String transactionId;

private final LocalDateTime timestamp;

private final double amount;

private final String type;

private final String fromAccount, toAccount;

private final Map<String, String> metadata;

public Transaction(String transactionId, LocalDateTime timestamp, double amount, String type, String fromAccount, String toAccount, Map<String, String> metadata) {

this.transactionId = transactionId;

this.timestamp = timestamp;

this.amount = amount;

this.type = type;

this.fromAccount = fromAccount;

this.toAccount = toAccount;

this.metadata = new HashMap<>(metadata);

}

public final boolean isValid() {

return amount > 0;

}

}
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